checkpoint：应用定时触发，用户保存状态，会过期，内部应用失败重启的时候使用，默认情况下cancel时，会删除之前的checkpoint。

savepoint：用户手动执行，不会过期，相当于备份，可以在cancel的时候使用。一般可以用于修改并行度，程序升级等等。

所以如果想要在程序停掉后重启，数据一致的情况下，强烈推荐使用cancel时做savepoint，当然，如果程序中没有涉及到state，可以不用。

1.1 配置文件修改

在flink-conf.yaml中配置savepoint存储位置，不是必须设置，如果设置了，那么做savepoint的时候，可以不指定位置，系统会默认使用你设置的位置。如果没有设置，那么在做savepoint的时候，必须指定位置，不然就会报错。

[hadoop@h201 ~]$ vi flink-1.7.2/conf/flink-conf.yaml

state.savepoints.dir: hdfs://192.168.8.201:9000/flink-checkpoints

1.2 启动hadoop 和flink

1.3 启动 flink任务

开发：

**package** com.state;  
  
**import** org.apache.flink.api.common.functions.MapFunction;  
**import** org.apache.flink.api.common.functions.RichFlatMapFunction;  
**import** org.apache.flink.api.common.state.ValueState;  
**import** org.apache.flink.api.common.state.ValueStateDescriptor;  
**import** org.apache.flink.api.common.typeinfo.TypeHint;  
**import** org.apache.flink.api.common.typeinfo.TypeInformation;  
**import** org.apache.flink.api.java.tuple.Tuple2;  
**import** org.apache.flink.configuration.Configuration;  
**import** org.apache.flink.streaming.api.CheckpointingMode;  
**import** org.apache.flink.streaming.api.datastream.DataStream;  
**import** org.apache.flink.streaming.api.environment.StreamExecutionEnvironment;  
**import** org.apache.flink.streaming.api.windowing.time.Time;  
**import** org.apache.flink.util.Collector;  
  
  
  
**public class** s5 {  
 **public static void** main(String[] args) **throws** Exception {  
 StreamExecutionEnvironment env = StreamExecutionEnvironment.*getExecutionEnvironment*();  
 env.enableCheckpointing(1000);  
 env.getCheckpointConfig().setCheckpointingMode(CheckpointingMode.***EXACTLY\_ONCE***);  
 env.getCheckpointConfig().setCheckpointTimeout(60000);  
 env.getCheckpointConfig().setMinPauseBetweenCheckpoints(500);  
 env.getCheckpointConfig().setMaxConcurrentCheckpoints(2);  
 env.getCheckpointConfig().setFailOnCheckpointingErrors(**false**);  
 DataStream<Tuple2<Long,Long>> a1 = env.socketTextStream(**"192.168.8.201"**, 9999).map(**new** MapFunction<String, Tuple2<Long,Long>>() {  
 @Override  
 **public** Tuple2<Long,Long> map(String s) **throws** Exception {  
 **return new** Tuple2<Long,Long>(Long.*parseLong*(s.split(**" "**)[0]),Long.*parseLong*(s.split(**" "**)[1]));  
 }  
 });  
  
 a1.keyBy(0).flatMap(**new** CountWindowAverage()).print();  
 env.execute(**"s5"**);  
  
 }  
  
 **public static class** CountWindowAverage **extends** RichFlatMapFunction<Tuple2<Long, Long>, Tuple2<Long, Long>> {  
 **private transient** ValueState<Tuple2<Long, Long>> **sum**;  
  
 @Override  
 **public void** flatMap(Tuple2<Long, Long> input, Collector<Tuple2<Long, Long>> out) **throws** Exception {  
  
 *// access the state value* Tuple2<Long, Long> currentSum = **sum**.value();  
  
 *// update the count* currentSum.**f0** += 1;  
  
 *// add the second field of the input value* currentSum.**f1** += input.**f1**;  
  
 *// update the state* **sum**.update(currentSum);  
  
 *// if the count reaches 2, emit the average and clear the state* **if** (currentSum.**f0** >= 2) {  
 out.collect(**new** Tuple2<>(input.**f0**, currentSum.**f1** / currentSum.**f0**));  
 }  
 }  
  
 @Override  
 **public void** open(Configuration config) {  
 ValueStateDescriptor<Tuple2<Long, Long>> descriptor =  
 **new** ValueStateDescriptor<>(  
 **"average"**, *// the state name* TypeInformation.*of*(**new** TypeHint<Tuple2<Long, Long>>() {}), *// type information* Tuple2.*of*(0L, 0L)); *// default value of the state, if nothing was set* **sum** = getRuntimeContext().getState(descriptor);  
 }  
 }  
}

1.4 查看jobid

![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABD8AAADTCAIAAAAJYi/zAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAWUElEQVR42u3d348d1WEHcB77mof+A/wLm4eVtljaByOFKEFQkJCNrCat5DwgwC1iI9GsVAXJD0SrJilYTgoyStBKG4UEQgqyBapBdYNsKChFJsSLqQxyZOQVSrtJkyra3jv33rnz45y5M3fvj9ndz0d+WM+cO7/OzNzznTMz95ZbB7YBAABa7BbpBQAAkF4AAACkFwAAQHoBAACQXgAAAKQXAABAegEAAJBeAAAAZpte3ly7e6FsafnOY6vPXbwx/RVJ5n/32pvTncvGiYW6c0mKntiwiwEAQCvTy+0P/tN6xjNrK0cPLy4sLB47/a70AgAAtCi9BNr1m+sPHOrEmsdf3RebS3oBAID9m162t9YfGDbjk1K5Jn12SO/v9bfXV+5bXup8aPG2Lx5fO7uZK1k5tj//6pLdZXp7ffXYF3qj7lnpFDxRM5MU08uNi8+tHvvibYu9mRxbXX97K59enj67djyZ0dLyfSvZW+i2ukt3uP/Jw/lxAADAXNLLq4/fvrBw6LGX6qaX5eXlpbseXntm/Zm1h+/qtPsXv/bDa3XHZtNLtOT25saJ5U6cSEaeWj16eLFTdJz0snVh7d5O+li+b/XUejqXe9cubA2LLi4uLt210hl9avW+5e7Yb/c+em3jxKGFxS/99cnOqMG4dPkAAICZp5cbV9947pEvdRr4dzz+6lbd9LJw9xMXBh0YWxsnFpuMzaaXWMmtF79+KBMyBmGmeXp596kjnVj2wHrap7N1+enji2kK6aWX48+mozef7Y49sbHVH3nnExfST579h9uXllc2rtshAQBgRuklYPG2e1Z/cnkrkFUi6SXTqA9kkuqxdUq+9NihhYXjz2b7OS48cWfz9HL59LHS8zxJMupPvFv00Ndf3MqM7d5Dt/jI850/z5+8Y2Fh+Ssnf/zGVTeMAQDAPNJL+s6x3n1Uf3HPYxvvbG1HskokveRSRCyf1EgvkZJJhMglm37SaJpekknmU1BuzoFpJmOPnb7c+XPzxdXujWbpW6VPveS5FwAAmGV6ybbWB0+FnNjYbFN6ufbs8fmml+FHtq79+0unTh7vP7tf2FIAAMDM0sv24ImS7DMmmd6HvucfWZxpegndORb/rZgXVg/fttx/40CaXnofjt859sD64NGWQ5mP9rt98oP6bvzns933Suc2DAAAMMP0Mswv/Vdt9Zr8madBer8GM9P0Unpqf+vVx++IPbWfPBGTvnOgV3KQP2JP7X/lny+nQSczutcX1Vv3f/vHo8tLR54a/oRn97F96QUAAOaZXgb5JM0v754+lr5kuPu24qV7753tnWPdRfrh15YGb0x+5uTfHF7siN059ua3u7e/LX3h2IOPPtj7hZg0y9R4Y/Kh5eWlw0c7o/tj05vDkskuHj660lmEzsiV7iuTlx953iuTAQBgjuklzS/HTve6GjbPrh1Pft+x/xuS3Vb+bNNL/6cil9Nfq/zpE3fHn3tJl7e3wC9fzr6GIP9rlcdP/jT/a5V3r519cbU3o04AOvmTzGdvvP70w4MnXgITBgAAppZe9rLk/rDe0yoAAID00haXTx9bWv6rJ7MvR6vqegEAAKSXeUkevVlMHkdZLz2QAgAASC8tcuPicyuDZ06Wlu97+CnPnAAAgPQCAAAgvQAAANILAACA9AIAACC9AAAA0gsAAID0AgAAIL0AAADSCwAAgPQCAAAgvQAAANILAACA9AIAAEgv0gsAACC9AAAATCy9/NmAbQEAALQ6vXxu4GMAAIAWG6aXHQAAgBaTXgAAAOkFAABAegEAAKQXAAAA6QUAAEB6AQAApBcAAADpBQAAQHoBAACkFwAAAOkFAABAegEAAKQXAAAA6QUAAEB6AQAApBcAAADpBQAAkF4AAACkFwAAAOkFAACQXgAAAKQXAAAA6QUAAJBeAAAApBcAAADpBQAAkF4AAACkFwAAAOkFAACQXmq6efPmDD4C7EUOdgBo5/fvHL+jZ5Ferpw7PXTuSrrWFzdOb1xstObhj3SHhpy70plzwzkwuaouV3m9CRTLq9/WntxKNTPB6sge7G2q6NHnrdBOHCqTm0p3sk2OlP2xHYZrPdV9CQ7E+Xcy37gc2EZbs/b5GG34PZVe8gdHcrj1/zux9NKajcmuT4XVE1C/7fv2zNVWciKc0HdhWyt7cukl10CXXqa4L8G+PxOPd7KUXrTYxm6f7/P0Urpo2t9amasGoUtvg+3ZGbpx8eK5utcWihtzMPfe8HQ6nY9fORfMmq76TS29JHVxJd3GhWoaDLzYKL2o35all1wV5XeG4f+yB3VafYWDu3B+yJ5GgvVYsXdNtaEQW5jT5y6mY4L7c7LAnY2Qjsxuy+DJsG07+US2Q0V6cbECxksv4dZU8CjNnKV7o4vnX0fg/m6wjd0+L39HB7/up7gvTTu9ZMNcxQGXW/PMRbfk48NVbtr3km3dDibZ+8ofTr5XvvRV7JidfHoZnkgz980Ud4Nx04v6bUV6yWzcivRSauNGjv3SnWO580lmL4rtXVNtKNRamMgZsLdGSZC7WdiWkQ3Stp18ItuhMr04UKF5eomcQLKDh38P/soen+GS7M/9Zpft82CZ4f+muS/N4LmXzG11pRu9w19N+YZO4ZLC2OkltAkHfxc36567jaNF6SXSUVZj595peueY+m1feolVbfSgrnPsZys6O8OR85pmQ6HmwoSXJrNG8dZ77tNt28knsh2q04umEzROL7XOx/nR+Qs+DruD2WbbVfu8XgNvomb5zrHBZoreV5dt+wa/0naTXrJXJopXKYJPv7noN14VV/S9lHfuYo1Vt7jU735JL8FPlY/9YnopdnSnZeaRXqoWprhPl3a2YZkr59IjoZgBSh31bdrJJ7IdpBeYSnoJn1FLN3FmbtvOH6rNXwDAvogxDdvnI9LLNPelmb8xOXyfw5Vz2QMo2tCZZnrRmN3f6UX9zia91LtzrPz1GTz2D0J66T0HdDN/51hgg7RtJ59BenHcQuP0EjujFhqh+bN06LWO+ZIcqB2pbvt8VHqZ4r405fQSaEaEvo0LR87M04trfPNKL5O7c0z9tiK91HtqPz88fuy3586x4WJO9s6xwX+Sp9sHnw5ukHbs5BPeDp7ah8mml+gZNXbtIXB+cRQe1PZa4/Z5zfQyjX1pJk/tF1+GUVrz7Kr2O5qG+W8W6aWwnNN97Fd6KXUsZp6NmUp6Ub+zSS+5t9wWX78YTS/xY7/RU/tTTS+5LqVM+33cVwgEvhACbf7sBmnHTj7h7eCNyTDx9BI8gRSHl3rI00M0XJL9ud/ssn2efe1M4Ot+mvvSzH+tsvxav3Qd868CTb+Piw+ijv3G5Kov/p38O+EcrhOo6vw9khXty3TL7+6Nyep3Lue+qucsMjdVX4m2UyPHfvZgr/PG5GnfOZbZS0M3iEdf3xx98rF0u1U+xBc3SFt28oluB79WCZNNL/EzavnBhcDrpNL8ctqjLwev0dasfV5okAe/7qe4L838uRcAAADpBQAAkF4AAACkFwAAAOkFAACQXgAAAKQXAAAA6QUAAJBeAAAApBcAAEB6kV4AAADpBQAAQHoBAACklzFsAgAATJn0AgAAHKT0AgAAsDfuHAMAAJBeAAAApBcAAEB6AQAAkF4AAADpBQAAoLXpZSkhvQAAANILAACA9AIAAEgvAAAA0gsAADAHH//29998/YNbv/Pan3/rbGv/dRavs5CdRZVeAAD2tltq6xReaaJR+U7ho//6Yc1/ncKNGq+d8ve/cn/Nf53Cn/34y/X/NV3NX/3lnTX/jbHBZ6+TCtqcW7L/Oos6l/RyfnUhtXp+OPzqmSP9oUfOXN1F+YJYseHw3FTjEymUyixW5fxHrMWE5pVZm0KphsupumdW3bEydT4bWZ34bjAjk1mAWGVltszoSpyTuVfBzlyP8ZH1ld27cyO7IyK1Oqreu9s83dAV06l5Doktwsz3udhMqxcmtoWjW77plglWR9MNNEZ172K+uVJtPXlKL9LLXNNLy3tdCj0ws08v3bNIelpIThe980fmz1yZpuVDX1ehYpmzWe6rr+I7r9DAHH5k9PkzthaTm1dneGRwk+VU3TOr7liZWrtKdHUiu8FMK3zXCxBZu+zGGFmJe3sL7CnFehn1d+wwiB1XI6fTO2BHppea55C9n14qTjTh4Y22TOwwnFR6qbs7NZtvplR7T57Si/Qy1/SyV6JLuifMNr0UTzWDZmGhNZK2FpuWr7omlymWH17RFOq3ZI+srmYvxjdtO8XWIr/gTeeV/Wz4xDv3Np7qjlV3rEydz8ZXp6XhpbeIZ1aH1zvPr0YvpUfXrnT5tHzdeLZ7e3C+By68FPbYtMJiw6OfTf5zJt2mg+GjptMZkByv+fRSnk7FOSR/0T0zs3Q37e29pR2uuCDB3bDp8MhMmy1Mk/xTZ8tELt5kDsPIZq86UBpV9xjzDW2xMU6e1Vu4xenlqz8fjPj5V0eml+++8Wmv7Ps/qpVeKsqX08vfX/tjr/B/vF8rvTz04WDJP3xvZHr5xkfXe2Xf+eXo9PLfv/6kV/j/3qqVXqpXsxBR/utn/Yn/z5O10kv1xFuRXn7w0Wa2RK86koHnXkkKvNJZhe1TPxiU7BWoHtj9I/l4cGx3vr84tZXOMh049/QSa6kU2qOBO3fGKl+rWFXj9OqZM+fLn4y1npuu9cTm1f0GP1L+htjlcqruaVZ3rTKjP1vonQjtBjOt4NAC9L7+h31L2R61RmsXumiabdXM8gJ5eL5zr4K5HdOF7RIbXnmxYaF8pX3EdLrb+8zV0p1jgSv20ZNDKUIF9s7sNM+HGsK5Jcj8ZzfDY4fKyIVpeFoZvWXqdIFGNnt0TZtW927mmyvT8ORZvYVbnF6S7NKNLZ9f+6CUX4qN6W47+tM3vruy8qP3d3p/VKeXyvLF9PLWZ9d3/vgvb3149P3tnd4f1ekl37rtt5Jj6eXCy9d3rr984f77f/nOTu+PivTy2gt/2vnkf1/78mdvXdrp/VGdXkatZi6iPPrCH3Y+2Xr0zl892Z1494/q9DJq4u1JL5mgUqqXQlDZ+fShkQML6aUwthddtj46nCzA4UvbsQAz3/QyPNUUTwzhE0XT8iOLDS6q1IoH+Qs/R86cb/IgRaRnfFLzynf3977Rd7ucqns21V1Rpvqz5dUJ7wYzvg4fWIDcetRMG+HKCvTZzOWWnuh8514Fbeh7SZ+yCA2v6qIs9nuMmk7+THe1ajo1zyHDT0cWJ1zvxYGDE8guh4+3MI06XipOm/GJh7pO61Xf8NQ6RnXvYr6hxah18pzX6WUSfS99SXr5YO3zFekl6QRIOgCGf1Wll+ryhfSSdLxsf68fY4rdLzsVNywlrdvNS7+oSC9Jx8s73+/HmGL3SyG9JB0vl37XjzGB7pemq1nqeLn0m36MKXa/RHp1qibeuvSSVkc8vWxubXeHVw/Mp5fQ2Gh/S0vSS/FbaNRXS9PyDYrVOEOVmrML4z1PUrctu7t5Zb6wF+b73IvqnlJ0qbM6c//iHSxAsXFZ5wHr8kpUPcg0j3ReZ757qu2zi1rO5dFMyzo0PHZwBroA0kZ0cDrDbBjdwYbjRp0ciq/KCJUPdg7kd4X8U9/jDK8z08qFadbxEv9/5POxwzC+2UNr2ry6m8+3Znd95clzD3S4jEovofBSTC/dq/+ZlnS586VR+UJ6+d7NnWx6uX7tk5rpJXjdvZBevn9jJ5tern/0jYr08rvuLWbD9PKnX/9tdXoZuZrZfPKbt3ay6eUPP/u76vQycuJ7se/l3KWPNj98b8TAwnTyY5NKT3pjWppeklNasX+44lxTu3zuXNm7vb7OKWwwovjxyovxV3dGT3fEWte+8N9wXpnVGWM5VffMqjtWpu6uUr08c6runepGVsP0kr0sXRlNB83PefQ3Rec79yqY7Tbo1mZ2lWPDg03rigoOTSfbr1UjvVTfH7VQendA4/TS5MbPJsFi3PRSf94VZ9fyBKK1VC9FjF3du5zvqO+C2t+hey29JPePFbPLnkgvSRu30PEivcwlvaT61VGRXl45+9CH26cuVQ4spaDs2Ex6GT79Urh7cH7pJfhSk8I5pNjCaVK+TrERNy2MmlBxdjXaKA1ectN8XhWPgM89vajupmVGfja2OvEn/mfc11JcgEbppWLt6t1tOI/GRqaJPN8qmLuaUTqwYUbc61N15aLqzcvZOBI5ORT7YHZ/59iEhu/mzrHYrlceXve0OTK91LlzbMzq3u18o1ts1MlzT985lnS7lB/Z3wN3jmWf565ML+4cm1HfS/Yuvsr00hmyubVdNbDch1Mcm+lwCz37NKf0Em1dRF7a2LR83WJNH8sO9A40uPO+WZtqjHnFVqfhcqrumVX3+I/pN6nuWbecIwvQrO8lthalW0fKrZdZhpfwfOdeBXMLbsX/xIZXxtbA0Vs5nZ1w38tC7OQSGHy+/P6u8tNawQfls5Wd7y3NL33j4YGZNlqYprmp6v31pYlHDsPqzR45bptU91jzjWzJJifP6BZufXqJdLtEn9pPGtANntqPlt8JPLWfhJaaT+1/671zO8Pntke8cywNLXWf2k9CS4On9qtWs/TUfhJaGjy1XzXxdqWX3I18SQUl2XLYVTIsmYwtpJfswMAdaJmxgaf225Fe4hfMdoI/mNW0fPU8oz9f2PAx7tKijWiuVKxFqPx484r9mmL4s7Nr2KjuUHXHytTeVUa+bnVeL7wKLUDjO8earV39H4Kd2qoGX7O7cFD6XWJrHN8SoQMnGXY+9HbakVu0vIOdH/FS48jk+y/zDryNOPiS4uiPHYZeFtJ4eOGNyY0WpkHXS9Vp82r1m4gXim8uG7XZF+pUU7S6x55vbEvW21/n9WDd7tJLr98lVf3UfqvemNxrsKaqn9r3xuSZpZdsaOklkJ7sM/29v5MXXhfSS2Zg6PmZ4djiG5PDXXAteGPyfrwSuXqw7hRR3aobgBalF79W6dcqJ5Be/Fql1iyqGwCkF+lFepFeAACkF+lFehnTrd95ba9El86iSi8AANKL9HJw08s3X/9gr6SXzqJKLwAAcHB9/Nvfd1JBy3tgOovXWcjOokovAADAXiW9AAAA0gsAAID0AgAASC8AAADSCwAAgPQCAABILwAAANILAACA9AIAAEgvAAAA0gsAAID0AgAASC8AAADSCwAAgPQCAABILwAAANILAAAgvQAAAEgvAAAA0gsAALDv08vnBmwLAABAegEAAJBeAAAA6QUAAEB6AQAAkF4AAADpBQAAQHoBAACQXgAAAOkFAABAegEAAJBeAAAA6QUAAEB6AQAApBfpBQAAkF4AAACkFwAAQHoBAACQXgAAAKQXAABAegEAAJBeAAAApBcAAEB6AQAAkF4AAACkFwAAQHoBAACQXgAAAOlFegEAAKQXAAAA6QUAAJBeAAAApBcAAADpBQAAkF4AAACkFwAAAOkFAACQXgAAAKQXAAAA6QUAAJBeAAAApBcAAEB6kV4AAADpBQAAQHoBAACkFwAAAOkFAABAegEAAKQXAAAA6QUAAEB6AQAApBcAAADpBQAAQHoBAACkFwAAAOkFAACQXqQXAABAegEAAJBeAAAA6QUAAEB6AQAAkF4AAADpBQAAYN7+H6ToFH3oK4ZHAAAAAElFTkSuQmCC)

1.5 启动savepoint

[hadoop@h201 flink-1.7.2]$ bin/flink savepoint 997b94b0adceeeddc770c8beb98bd35c

1.6 恢复

[hadoop@h201 flink-1.7.2]$ bin/flink run -s hdfs://h201:9000/flink-checkpoints/savepoint-c24586-97d3805650cb /home/hadoop/qq/q3flink12.jar